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Abstract

This thesis centers on the exploration of Electronic Data Interchange (EDI) data for-
mats, with an emphasis on EDIFACT. Recognized for its complexity and arduous-
ness in utilization, the objective of this research is to construct an efficient and user-
friendly Python library for the facilitation of EDIFACT file manipulation. This li-
brary is designed with capabilities to parse, validate, and subsequently convert ED-
IFACT files into contemporary data formats such as Extensible Markup Language
(XML) and JavaScript Object Notation (JSON). Furthermore, this thesis provides a
comprehensive review of comparable open-source tools currently available.

HTTP://WWW.UCU.EDU.UA
http://apps.ucu.edu.ua


iv

Acknowledgements
I have a word of gratitude for my supervisor, Yurii Pryima, for helping me get
through this work, as well as for my fellow students for fun years spent together



v

Contents

Declaration of Authorship i

Abstract iii

Acknowledgements iv

1 Introduction 1
1.1 Motivation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Goal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1

2 Background 2
2.1 EDI history . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
2.2 General information about EDIFACT . . . . . . . . . . . . . . . . . . . . 2
2.3 EDIFACT document structure . . . . . . . . . . . . . . . . . . . . . . . . 3
2.4 File examples . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.5 EDI vs XML . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6

3 Approach to solution 7
3.1 Problems . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2 Related works . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

3.2.1 Python works . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2.2 Non-Python works . . . . . . . . . . . . . . . . . . . . . . . . . . 7

3.3 Solution approach . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

4 Solution 10
4.1 Alternative solution . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10

4.1.1 Omniparser . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4.1.2 Difference to existing solutions . . . . . . . . . . . . . . . . . . . 10

4.2 Parsing and validation . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
4.3 Conversion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.4 Results and future work . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

5 Conclusion 16

Bibliography 17



vi

List of Figures

2.1 EDIFACT document structure . . . . . . . . . . . . . . . . . . . . . . . . 4

4.1 UML diagram of classes, representing data units and their relations.
Shows their attributes and methods . . . . . . . . . . . . . . . . . . . . 14



vii

List of Abbreviations

ANSI (The) American National Standards Institute
CSV Comma Separated Values
DFDL Data Format Description Language
EDI Electronic Data Interchange
EDIFACT Electronic Data Interchange (for) Administration, Commerce (and) Transport
ETL Extract, Transform, Load
FTP File Transfer Protocol
JSON JavaScript Object Notation
POJO Plain Old Java Object
TDCC Transportation Data Coordinating Committee
UML Unified Modelling Language
UNECE United Nations Economic Commision (for) Europe
XML eXtensible Markup Language



viii

Dedicated to my family, who supported me through the whole
study and life



1

Chapter 1

Introduction

1.1 Motivation

Electronic Data Interchange (EDI) is a standard format for exchanging business doc-
uments electronically. It has become increasingly important in modern business due
to its ability to reduce costs, improve efficiency, and streamline processes. EDIFACT
is a widely used EDI standard that many organizations worldwide use (The Future
of EDI: An IBM point of view n.d.).

However, EDIFACT documents can be challenging to parse and convert, espe-
cially for those unfamiliar with the format. This can make it difficult for businesses
to implement EDI effectively and efficiently. As such, there is a need for tools and
libraries that can help simplify the process of working with EDIFACT documents.
During my work as a Python developer at a software company, I undertook the
responsibility of implementing EDIFACT document parsing in Python and embed-
ding the piece into an ERP system. Therefore, I started researching to find the proper
tools to successfully execute this task and found none of good enough quality.

1.2 Goal

This bachelor’s thesis aims to develop and present a Python library that can effec-
tively parse and convert EDIFACT and EDIFACT-similar documents. We aim to
create a library that is easy to use and versatile, with features such as validation and
error handling often absent in open-source tools.

To achieve this goal, we will provide an overview of EDI and the EDIFACT
standard and conduct an analysis of existing EDIFACT libraries to identify their
strengths and limitations. Based on this analysis, I will design and implement a new
library that addresses the identified limitations and provides additional features.

The library should be designed to be modular and extendable, allowing users to
customize it to fit their specific needs. In addition, it will be thoroughly tested to
ensure its reliability and accuracy in parsing and converting EDIFACT documents.

Throughout the thesis, we will describe the library’s architecture, design, and
implementation. We will also provide examples of how the library can be used to
parse and convert EDIFACT documents.

Overall, the goal is to contribute a comprehensive and user-friendly Python li-
brary that can ease EDI implementation and streamline the processing of EDIFACT
documents for businesses and developers.
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Chapter 2

Background

2.1 EDI history

While the roots of EDI can be traced back to the 1960s, it started vaguely approaching
its current state in the 1970s (Zavorskas, 2020). In 1968, TDCC was organized to
develop standard formats for exchanging business information. In 1975, the first
EDI specifications, Rail Transportation Industry Application, was released, which
allowed reducing the amount of paperwork in the railroad industry. It was also
supported by FTP, which was introduced in 1971.

The first try was a success, and it led to working on new standards for other in-
dustries, so ANSI chartered ASC (Accredited Standard Committee) X12, and in 1981
they issued standard ANSI X12, which is currently traditional for North America.
It did not fully satisfy the need of the European business, so in 1985 United Na-
tions released standard UN/EDIFACT to solve the problem (Waisman, n.d.), which
is currently traditional for Europe and Asia.

Later, more modern data formats like XML(1996) and JSON(2001) were devel-
oped and started gaining popularity. They are easier to read, parse and validate, but
ANSI X12 and EDIFACT are still actively used and updated.

2.2 General information about EDIFACT

EDIFACT is an international standard for EDI, most common in Europe and Asia.
It is widely used in various industries, such as transportation, logistics, finance, and
trade, to ease the exchange of structured business documents between trading part-
ners. It was designed to get rid of paperwork and delegate as much as possible of
document management to computers (Waisman, n.d.).

EDIFACT provides a standardized format for representing business data in a
machine-readable form. It defines a set of rules and syntax for creating structured
messages that can be exchanged between computer systems.

Each EDIFACT message has its type by the purpose and structure of the mes-
sage. The most common message types are orders, invoices, shipping instructions,
and payment instructions. Each message type has a predefined structure, explicitly
described in the documentation but implicit in the message itself. (UNECE n.d.)

EDIFACT messages are usually transmitted using different communication pro-
tocols, including value-added networks (VANs), FTP or its derivatives, AS2, or web
services (The Four Most Common EDI Protocols n.d.). The receiving system has to in-
terpret the EDIFACT message and extract the relevant data for further processing,
such as updating inventory, generating invoices, or triggering fulfillment processes
(KITS EDI technical documentation n.d.).
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2.3 EDIFACT document structure

EDIFACT document structure is hierarchical. There are certain units of information
(UNECE n.d.):

1. Element

2. Composite

3. Segment

4. Segment Group

5. Message

6. Functional Group

7. Interchange

Which include each other according to the diagram below (the data unit it points
to):
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Interchange

FunctionalGroup

0..*

Message

1..*
1..*

Segment

0..*

SegmentGroup

0..*

Composite

0..*

Element

0..*

0..*

0..*

1..*

CREATED WITH YUML

Powered by TCPDF (www.tcpdf.org)

FIGURE 2.1: EDIFACT document structure
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2.4 File examples

Here is an EDIFACT document example:

UNB+UNOA:2+MYCHAINCM:ZZ+925485MX00:8+080909:1357+807’
UNH+000012102+INVOIC:D:96A:UN:EAN008’
BGM+380+ABCD1234+9’
DTM+137:19980110:102’
RFF+ON:0123456789123’
NAD+BY+1111111::31B’
NAD+PE+2002450:31B’
NAD+SU+3333333:31B’
LIN+1’
PIA+5+0835201031:IB’
QTY+47:2’
PRI+AAA:8.4’
PRI+AAB:10.5::SRP’
ALC+A’
PCD+3:20’
LIN+2’
PIA+5+0835208338:IB’
QTY+47:1’
PRI+AAA:24’
PRI+AAB:30::SRP’
ALC+A’
PCD+3:20’
UNS+S’
MOA+86:40.8’
CNT+2:2’
CNT+1:3’
UNT+26+000012102’
UNZ+1+807’

Here data units are:

• Segment: each line - from three uppercase letters to segment terminator apos-
trophe (’) -inclusively. It can consist of composites and elements separated by
plus (+)

• Composite: consists of elements (can have only one), elements inside sepa-
rated with a colon (:). If a composite consists of only one element, it has the
same notation as if it would be an element - without only colons.

• Element - the smallest data unit, part of segment, or composite.

• Segment Group - consists of segments and segment groups of lower order.
Described only in specifications and has no special notation in the EDI file.

• Message: all segments from UNH to UNT inclusively

• Interchange: the whole document

That way, DTM+137:19980110:102’ is a segment, 137:19980110:102 is a compos-
ite, and each of 137, 19980110, and 102 are elements.
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As you can see, the structure is quite inconsistent, complex, and difficult for a
human to read. Also, the Segment Groups cannot be seen without knowing the
structure of the EDIFACT Message beforehand, resulting in an inability to validate
the message without storing the structure somewhere else.

2.5 EDI vs XML

That was one of the reasons why modern standards like XML currently grow at
a pace not slower than EDI. Even though EDI has longer history and tradition, and
there are already a lot of companies that use it, XML is gaining popularity, especially
in smaller, newer companies, for having easier semantics and more instruments to
work with. However, they are both used a lot and have their place in business.
(Nurmilaakso, 2008)
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Chapter 3

Approach to solution

3.1 Problems

To create a useful library, it should solve problems that user typically encounters
working with EDI/EDIFACT. After researching and from our own experience, we
can formulate those problems:

1. Files are not designed to be human-readable

2. Files are hard to work with and have implicit structure

3. Validating the file is not a trivial task

3.2 Related works

3.2.1 Python works

The pool of open-source Python tools for working with EDI/EDIFACT is relatively
poor. These are the most popular ones:

• https://github.com/notpeter/edicat is a small program, installable via pip,
that only adds newlines between segments. Does not solve any of the above-
mentioned problems.

• https://github.com/bots-edi/bots is a program that supports multiple EDI
standards, including EDIFACT, parses and validates them. However, it is not a
library, so it cannot be used for specific needs and to be included well enough
in another program.

• https://github.com/FriedrichK/python-edifact is a toolkit for working with
EDIFACT files. It provides basic validation, but it is unfinished, unmain-
tained (no updates for 7 years now as of 2023), lacks documentation, and is
for Python2 only.

• https://github.com/nerdocs/pydifact is a lightweight library for EDIFACT
basic (unfull) parsing and validation.

3.2.2 Non-Python works

However, there are good implementations of the tool in other languages. The most
notable are:

https://github.com/notpeter/edicat
https://github.com/bots-edi/bots
https://github.com/FriedrichK/python-edifact
https://github.com/nerdocs/pydifact


Chapter 3. Approach to solution 8

• https://www.smooks.org is a huge framework in Java for working with a vast
amount of kinds of text formats - EDI, XML, CSV, POJO, DFDL, and even Java
classes, especially with huge files. It uses streaming data to process text in
chunks, not all at once. The framework works with so-called "plugs" and "car-
tridges," where plugs implement different kinds of processing data and car-
tridges set the rules by which plugs work. It makes Smooks flexible with its
modular and extensible architecture. However, it is quite heavy-weight.

• https://github.com/jf-tech/omniparser/ is an ETL parser in Go as well as
Smooks and uses a similar approach. It uses user-generated schemas to trans-
form files according to them. However, it cannot be used as a library and
converts everything only to JSON.

Upon going through these instruments, it became clear that not a single one of
them suits my needs fully, and there is a need to create a good one.

3.3 Solution approach

Meanwhile, the JSON representation of the same document will be much easier to
read for a human, even though the text appears much longer. Example: single Seg-
ment from the Interchange example in Chapter 2:

NAD+BY+1111111::31B’

in JSON representation look this way (it is not enclosed because the representa-
tion of a single Segment is taken from a full JSON file) :

"Name_and_address": [
{

"Party_qualifier_1": "BY",
"Party_identification_details_2": {

"Party_id__identification_1": "1111111",
"Code_list_qualifier_2": "",
"Code_list_responsible_agency__coded_3": "31B"

}
}

]

While qualifiers and identifications might still confuse a new EDIFACT user, the
names of JSON keys give a hint of what is going on.

XML representation is quite similar:

<Name_and_address>
<Party_qualifier_1>BY</Party_qualifier_1>
<Party_identification_details_2>

<Party_id__identification_1>1111111</Party_id__identification_1>
<Code_list_qualifier_2/>
<Code_list_responsible_agency__coded_3>31B

</Code_list_responsible_agency__coded_3>
</Party_identification_details_2>

</Name_and_address>

Another example:

https://www.smooks.org
https://github.com/jf-tech/omniparser/
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PIA+5+0835201031:IB’

JSON:

"Additional_product_id": [
{

"Product_id__function_qualifier_1": "5",
"Item_number_identification_2": {

"Item_number_1": "0835201031",
"Item_number_type__coded_2": "IB"

}
}

],

XML:

<Additional_product_id>
<Product_id__function_qualifier_1>5</Product_id__function_qualifier_1>
<Item_number_identification_2>

<Item_number_1>0835201031</Item_number_1>
<Item_number_type__coded_2>IB</Item_number_type__coded_2>

</Item_number_identification_2>
</Additional_product_id>

Therefore, we decided to solve each problem with such steps:

• Library should include a pre-generated scheme that will be used to parse and
validate the document. That way, the structure is explicitly stated and used by
the library.

• Result of parsing must be convenient to use.

• Library should support converting the document into easier-to-read and more
popular nowadays formats: XML and JSON.
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Chapter 4

Solution

4.1 Alternative solution

4.1.1 Omniparser

The most significant source of inspiration for this work among the abovementioned
was omniparser. The ideas used in it provided valuable insights for working with
EDIFACT, even though it was developed in Golang. It is also the most popular
open-source EDI processing tool. The main insight provided was using a scheme for
parsing. Even though the idea lies on the surface, the example revealed that such
an approach is possible and probably optimal. The scheme that omniparser uses for
EDI relies on creating a tree of nodes with a node representing a data unit. Its format
is JSON, and it is able to fully describe the structure of the document. It includes:

• Parsing information (file_declaration) - specifies the rules to process the docu-
ment:

– Settings for the whole document (Element/Composite/Segment delim-
iter).

– Virtual Segment declarations (Segment Groups).

– Segment declarations.

– Element/Composite declarations.

Parsing information also includes accompanying information, such as the min-
imal/maximal count of the same Segments/Segment Groups in a batch.

• Transform information (transform_declaration) - specifies what information
must be the result of the transformation:

– Transforming templates.

– Constants.

– Paths to parsed fields.

– Types of resulting values.

We did not fully describe the full capabilities of this tool as they cover more function-
ality that we learned to reuse in the EDIFACT-only library. More information about
it can be found by the repository link: https://github.com/jf-tech/omniparser.

4.1.2 Difference to existing solutions

Considering the existence of such well-done tools already, the question of why bother
creating an alternative arises. The main difference in our proposed solution is the

https://github.com/jf-tech/omniparser
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flexibility. The omniparser is a very flexible toolkit to deal with different types of
data, including EDIFACT as just one part of it. This flexibility enables a user to han-
dle diverse data formats and structures. However, it is necessary to manually create
a scheme for the described above structure for the format, even, preferably, for each
new document, which can be a time-consuming task. In contrast, our solution takes
a different approach. Although it s a more defined and constrained framework, it
aims to deliver enhanced power and functionality for a specific task. One of its key
advantages is that it will be designed to be user-friendly right from the start. By in-
cluding a predefined scheme within the solution’s architecture, we aim to minimize
the extra effort required from users. This means that users can utilize the library
without having to do tedious manual work.

Also, aside from omniparser being implemented in Golang, it is not a library.
It is a program. Therefore, it is a questionable decision to use it as a part of other
programs. With a need for a library in Python, the easiest way to embed omniparser
into existing products would be developing a Python wrapper for it, which would
create many inconvenient dependencies, require interprocess communication, and
lead to bad design decisions. Henceforth, we limited the usage of the program to
only get inspiration from good ideas and change them to the best of our needs.

4.2 Parsing and validation

Pydifact, the library on the base of which we developed the solution described be-
low, is capable of doing basic parsing and validation. Validation includes checking
that document meets the EDIFACT syntax rules such as:

• Segment’s tag must consist of 3 uppercase English letters

• the Segment is divided into Composites and Elements by plus signs (or what-
ever is stated in the UNA Segment)

• Composites are divided into Elements by colon signs (or whatever is stated in
the UNA Segment)

• the Segment ends with an apostrophe (or whatever is stated in the UNA Seg-
ment)

These are all possible validations without saving information about data unit restric-
tions implicit in the document. While this does not fully cover possible document
incorrectness, it gives us the basis to continue.

The parsing alongside these validations creates an Interchange object consisting
of Messages and Segments. Segments, as objects, consist of lists of strings repre-
senting Composites and strings representing Elements. Considering it is not all the
necessary checks and parsing, we will call this object preparsed (and prevalidated).

The extension takes this preparsed object and parses it further instead of working
with the raw document. An object that fully and correctly describes the EDIFACT
document requires a more complicated scheme.

Because of their complex relationships, we created a separate class for each data
unit. Each class had specific fields needed for parsing and validation, like tag, ver-
sion, and parent in the tree hierarchy, and a field containing objects of direct children.

An Interchange consists of multiple messages that have no relation to each other,
so they are put in a list (Functional Groups support is yet to be implemented). A
Message consists of Segment Groups and Segments that can be repeated (have the
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same tag). Segment Group has the same relation to data units as Message. Hence, its
contents field is OrderedDict, where its key is a tag of a data unit, and its value is a
list of a possibly repeatable data unit. A Segment consists of unrepeatable Compos-
ites and Elements, so its contents are a list of children data units. A Composite can
have Elements repeatable, so it is again an OrderedDict with Element’s tag as a key
and a list of Element objects as value. Finally, Elements’s content is only its string
value.

To make sure that preparsed by pydifact interchange is correct, there also must
be other validations:

• Each Element consists of characters of its designed type. It can be numeric,
alphabetic, or alphanumeric.

• Each Element’s value length is in its defined range (minimum and maximum
character numbers limit it).

• Segment Groups/Segments/Composites/Elements are arranged in the correct
order

• All mandatory Segments/Composites/Elements are present

• All Segments and Segment Groups repeat no more than the allowed number
of times

• All these validations are only possible by using values and order from the doc-
umentation, as they are not present in EDIFACT documents explicitly. Hence,
we decided to write scripts that parse the documentation files, extract data
from them and store it to access while creating objects.

Validation of the content of Elements, Composites, and Segments is trivial. When
creating objects of these data units, restrictions are pulled from the dict by the tag of
the data unit.

Parsing and validation are tightly connected when validating the Segments’ and
Segment Groups’ order. Each Message of Interchange is processed separately. We
pull respectful Message structure from parsed data from documentation files. Since
the depth of each Segment is unknown before parsing, we took a recursive approach
and kept the Message structure extracted from the documentation in parallel. Pars-
ing each Segment is done in this way:

• Remember the currently parsed Segment from the document.

• Look up the current tag of the Message structure.

• If they are equal, finish parsing the current Segment and take the next one,
subtract 1 from possible repetitions of this Segment

• If they are unequal, try to take the following line in the Message structure.

• Otherwise, take the next Segment in the Message structure. If it was the last
one in the current Segment Group, then if any Segment from the document was
processed, return to the start of Segment Group; else, take the following line.
This way, eventually, parsing achieves the end of the EDIFACT document or
the Message structure. If it is both, parsing and validation ended successfully.
If the document ends first, parsing is successful if no mandatory segments are
left in the structure. Otherwise, the document is not suitable for the structure.
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Finally, the Interchange scheme approximately looks like this:

[ # Interchange object
{ # Message object

"SegmentGroup_tag": [
{ # Segment Group

"SegmentGroup_tag": [...]
"Segment_tag": [

{ # Segment object
"Composite_tag": [

{ # Composite object
"Element_tag": Element_object,
"Element_tag": Element_object,
...

}
],
"Element_tag: Element_object,
...

},
{...}

]
},
{...}

]
},
{...}

]

All the classes that represent different EDIFACT data units are shown on the
UML class diagram below:
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EdifactElement

tag: str

parent: EdifactComposite or EdifactSegment

value: str

file_json(file, number, pretty, indent, depth)

file_xml(file, number, pretty, indent, depth)

validate()

EdifactComposite

tag: str

parent: EdifactSegment

contents: list(EdifactElement)

file_json(file, number, pretty, indent, depth)

file_xml(file, number, pretty, indent, depth)

validate()

parent

EdifactSegment

tag: str

parent: EdifactSegmentGroup

contents: list(EdifactElement or EdifactComposite)

file_json(file, number, pretty, indent, depth)

file_xml(file, number, pretty, indent, depth)

validate()

parent
parent

EdifactSegmentGroup

tag: str

parent: EdifactSegmentGroup

contents: OrderedDict(EdifactSegment or EdifactSegmentGroup)

file_json(file, number, pretty, indent, depth)

file_xml(file, number, pretty, indent, depth)

parent

parent

EdifactMessage

contents: list(EdifactSegmentGroup, EdifactSegment)

validate()

parent

EdifactInterchange

messages: list(EdifactMessage)

file_json(file, number, pretty, indent, depth)

file_xml(file, number, pretty, indent, depth)

from_file(file_path)

from_str(string)

parent

CREATED WITH YUML
Powered by TCPDF (www.tcpdf.org)

FIGURE 4.1: UML diagram of classes, representing data units and
their relations. Shows their attributes and methods
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4.3 Conversion

After parsing and validation at the same time, conversion to JSON and XML be-
comes rather trivial, considering that everything is formed. To avoid using extra
memory, methods file_json() and file_xml() that we implemented write straight
to the file. They are recursive methods - if called from an Interchange object, it will
call file_json() of file_xml() respectively from Message and so on up to the Ele-
ment.

4.4 Results and future work

Implemented library is located by the link https://github.com/botanich/pydifact.
Work could become better with some extensive testing, adding support for conver-
sion to CSV - because it is a popular format in business as well.

Another good feature would be adding the support of streaming data. The rea-
son for that is that while files used tend to be small, the standard allows the creation
of huge valid messages weighing tens of gigabytes.

Also, a good idea would be to add support for functional groups.
To make this library more convenient, we should also create a webpage with

comprehensive documentation.
And to finish the flow of development, we should consider merging our work to

the original repository of pydifact. It, though, requires help from its author.

https://github.com/botanich/pydifact
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Chapter 5

Conclusion

The goal of this work was to solve the problems with using EDIFACT - it is difficult
for a human to read, has many concealed and implicit data, and is hard to validate.
Our new library successfully solves them. It helps to validate and parse EDIFACT
files in Python programs as well as just convert them to something more convenient
to work with using such modern data formats as JSON and XML. Result of our work
can be used by the link https://github.com/botanich/pydifact.

https://github.com/botanich/pydifact
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